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Abstract. This tutorial offers a quick hands-on introduction to solving Quadratic Unconstrained Binary Optimization (QUBO)

problems on currently available quantum computers. We cover both IBM and D-Wave machines: IBM utilizes a gate/circuit archi-

tecture, and D-Wave is a quantum annealer. We provide examples of three canonical problems and two models from practical

applications. An associated GitHub repository provides the implementations in five companion notebooks. In addition to under-

graduate and graduate students in computationally intensive disciplines, this article aims to reach working industry professionals

seeking to explore the potential of near-term quantum applications.
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1. Introduction
Quantum computing is one of the most promising new technologies of the 21st century. However, due to the

nascency of the hardware, many of the envisioned speedups remain largely theoretical. Despite limitations

of available quantum hardware, there is significant interest in exploring them. Although several articles and

books (see Nielsen and Chuang (2011), for example) adequately cover the principles of quantum comput-

ing, they typically stop short of providing a road map to access quantum hardware and numerically solve

problems of interest. This tutorial aims to provide quick access to IBM and D-Wave machines, thus cover-

ing two types of quantum algorithms, one based on the gate / circuit model (Rieffel and Polak 2014) and

the other on quantum annealing (McGeoch 2014), with notebooks containing associated software. We hope

that our tutorial can serve as a companion to the available books and articles.

We first briefly introduce Quadratic Unconstrained Binary Optimization (QUBO). We then show how

QUBOs model three canonical combinatorial optimization problems: Number Partitioning (Mertens 1998),

Max-Cut (Commander 2009), and Minimum Vertex Cover (Chen et al. 2006). We next model two practical

problems: Order Partitioning (for A/B testing at a hedge fund) and de novo discovery of driver genes in the

1
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field of cancer genomics (Alghassi et al. 2019). We then provide step-by-step instructions 1 to solve QUBOs

in two frameworks: gate / circuit model (IBM hardware (Qiskit contributors 2023)) and quantum annealing

(D-Wave hardware (Bian et al. 2016)).

2. Mathematical Formulations for Optimization
This tutorial explores two key formulations for combinatorial optimization problems: Quadratic Uncon-

strained Binary Optimization (QUBO) and Ising Spin Glasses (Ising model). While the primary focus is

on solving problems modeled as QUBOs, we will also provide a brief introduction to Ising models. Under-

standing the Ising model, the physics-based counterpart to QUBOs, is essential for appreciating their rel-

evance in quantum computing. This connection highlights how problems in optimization can be directly

mapped onto physical systems, enabling solutions through quantum techniques like quantum annealing.

2.1. Quadratic Unconstrained Binary Optimization (QUBO)
The Quadratic Unconstrained Binary Optimization (QUBO) model is a widely used model for optimiza-

tion problems across various fields such as operations research, economics, finance, physics, and machine

learning. The mathematical matrix form of a QUBO is:

min
x∈{0,1}n

[xTQx+ c].

where x ∈ {0,1}n represents the solution vector, Q ∈ Rn×n is a symmetric matrix and c ∈ Rn is a constant

offset. (Note that c does not make any difference to the optimal solution.) After multiplying the matrix form,

the resulting equation is a quadratic unconstrained binary optimization model (QUBO):

min
xi∈{0,1}

[∑
i, j

Qi jxix j +∑
i

Qiix2
i + c].

Since x is a binary vector, x2
i = xi, we obtain the following triangular form:

min
xi∈{0,1}

[∑
i< j

Qi jxix j +∑
i

Qiixi + c].

QUBO models were first introduced and systematically studied in the 1960s (Hammer and Rudeanu 1968),

(Ginsburgh V. 1969). These models were initially popular due to their ability to represent various integer

and combinatorial optimization problems, where some decision variables are subject to integer constraints.

These combinatorial problems include NP-Hard problems which, by definition, have no known polynomial-

time solving algorithm, so QUBO models provide researchers with an alternative equivalent way to study

these types of problem.

Historically, a variety of classical algorithms have been employed to solve QUBO problems. These

include branch-and-bound (Pardalos and Rodgers 1990), semidefinite optimization (Helmberg and Rendl

1 For completeness (and for ability to compare with a classical benchmark), we also include simulated annealing (SA) in our tutorial.
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1998), and interior point methods for Q matrices that are positive semidefinite (Abello et al. 2001). More

relevant to this work is that many heuristic and meta-heuristic algorithms such as simulated annealing (Kirk-

patrick et al. 1983a), Genetic Algorithm (Gerges et al. 2018), and Tabu Search (Glover 1989) perform well

in finding high-quality solutions for QUBO problems. Furthermore, despite these algorithms being designed

for general QUBO problems and not particular combinatorial optimization problems, these solvers often

outperform the specialized methods in terms of solution quality and runtime.

In recent years, the rise of quantum computing has sparked significant interest in QUBO models, driven

by advancements in both gate-based (Farhi et al. 2014) and annealing-based (Kadowaki and Nishimori

1998) quantum heuristics. More specifically, QUBOs have drawn attention due to their mathematical equiv-

alence to physics-based Ising models.

2.2. Ising Models

Ising models are mathematical tools originally introduced by Ernst Ising and Wilhelm Lenz to model ferro-

magnetism in statistical physics. The Ising model is defined by the Hamiltonian:

H(σ) =−∑
i, j

Ji jσiσ j−∑
i

hiσi,

The system modeled by the Ising formulation is typically represented as a lattice graph. Each spin variable

σi ∈ {−1,1} corresponds to the state of the node i in the graph. The coefficients Ji j represent the strength

of the interaction between nodes i and j, while hi denotes the external bias applied to node i. The energy

function H(σ) evaluates the total energy of a configuration (modeled with σ = (σ1,σ2 . . .σn)) by summing

over the two-body interaction terms Ji jσiσ j and the bias contributions hiσi.

(a) Ising Model of a Ferromagnet (b) Top view of Ising Model

Figure 1 Two-Dimensional Square-Lattice Ising model
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The Ising model has is directly applied in quantum computing, particularly in the context of quantum

annealing. In D-Wave quantum computers, the nodes represent qubits with their spin σi and the physical

realization of this model is achieved through couplers that encode the interaction coefficients Ji j by entan-

gling qubits 2 and through magnetic biases expressed through the hi terms. Together, the biases and couplers

define an energy landscape in which D-Wave quantum computers find the minimum energy during quantum

annealing.

Ising models and QUBO models can easily be mapped to each other through bijective mapping of QUBO

binary variables to Ising spin variables. QUBO binary variables can be mapped to Ising spin variables using:

σi = 2xi−1

and Ising spin variables can be mapped to QUBO binary variables using:

xi =
σi +1

2

The simple physical implementation of Ising models and the direct correspondence between the Ising

model and QUBO (Quadratic Unconstrained Binary Optimization) motivates the use of QUBO formulations

for framing optimization problems suitable for quantum computing platforms. The

These quantum algorithms tackle problems using fundamentally different paradigms compared to clas-

sical methods, offering potential for both analytical insights and computational speedups. Although quan-

tum heuristics are unlikely to provide exponential speed-ups to NP-Hard problems (Preskill 2018), they

have demonstrated promise in delivering quadratic speed-ups and improved heuristic approaches for certain

domains of problems (Guerreschi and Matsuura 2019).

3. Three Canonical Problems
We have chosen three well-known canonical problems to formulate as QUBO models and solve with quan-

tum algorithms. These three problems - Number Partitioning, Max-Cut, and Minimum Vertex Cover - are

part of Karp’s 21 NP-Complete Problems and thus are well known and studied in the field of theoretical

computer science. Readers can refer to literature that describes different techniques to benchmark with the

approaches in this paper (Lucas 2014) , (Karp 1972), (Kikuura et al. 2024). There are no known exact

classical polynomial-time solutions to these problems, making them viable targets for quantum speedup.

3.1. Number Partitioning
The Number Partitioning problem goes as follows: Given a set S of positive integer values {s1,s2,s3...sn},
partition S into two sets A and S\A such that:

d = |∑
si∈A

si− ∑
s j∈S\A

s j|

2 The definition of entanglement is further explain in section 5.1.6
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is minimized. In simple words, the goal is to partition the set into two subsets where the sums are as close

in value to each other as possible.

This objective function can be expressed as a QUBO using the following binary variable: xi = 1 indicates

that si belongs to A and if xi = 0 then si in S\A. The sum of elements in A is ∑
n
i=1 sixi and the sum of elements

in S\A is c−∑
n
i=1 sixi, where c is the sum of elements in S, a constant. Thus, the difference in the sums is:

d = c−2
n

∑
i=1

sixi.

This difference is minimized by minimizing the QUBO:

d2 = (c−2
n

∑
i=1

sixi)
2 = c2 +4xTQx

with qi j in Q defined below:

qi j =

{
si(si− c) if i = j
sis j if i ̸= j

The Number Partitioning Problem and its formulations are well-known and studied in computer science

(Alidaee et al. 2005), (Mertens 2003).

3.2. Max Cut
The Max-Cut problem is the following: Given an undirected graph, G with a vertex set V and an edge set

E, partition V into sets A and V \A such that the number of edges connecting nodes between these two sets

is maximized. See Figure 7 for a graph with six nodes labeled 0,1,2,3,4,5 and eight edges.

Similarly to Number Partitioning, the QUBO can be constructed by setting xi = 1 if the vertex i is in A

and letting xi = 0 if vertex i is in V \A. The expression xi + x j−2xix j identifies whether the edge (i, j) ∈ E

is in the cut: xi + x j−2xix j is 1 if and only if exactly one of xi or x j is 1 (and the other is 0). The objective

function is:

max[ ∑
(i, j)∈E

xi + x j−2xix j]

Since QUBOs are typically framed as minimization problems, the Max-Cut QUBO is:

min[ ∑
(i, j)∈E

2xix j− (xi + x j)]

Note that this can be expressed as

miny = xTQx

with a matrix Q where the linear terms represent the diagonal and the quadratic terms represent the off-

diagonal elements. The Maximum Cut Problem is one of the quintessential combinatorial optimization

problems (Commander 2009) that has been studied in a variety of contexts, notably being the target of

different approximation algorithms such as the famous Goemans-Williamson algorithm (Goemans and

Williamson 1995) that inspired the semidefinite programming paradigm (Gärtner and Matoušek 2012) and

the original QAOA algorithm (Farhi et al. 2014).
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3.3. Minimum Vertex Cover
As the name implies, the Minimum Vertex Cover problem seeks to find the minimum vertex cover of an

undirected graph G with vertex set V and edge set E. A vertex cover is a subset of vertices such that each

edge (i, j) ∈ E shares an endpoint with at least one vertex in the subset.

The Minimum Vertex Cover problem has two features:

1. the number of vertices in the vertex cover must be minimized, and

2. the edges must be covered by the vertices. (All edges must share at least one vertex from the subset of

vertices.)

If the inclusion of each vertex in the vertex cover is denoted with a binary value (1 if it is in the cover,

and 0 if it is not), the minimal vertex property can be expressed as the term

Q1 = ∑
i∈V

xi

Similar to Max-Cut, the covering criterion is expressed with constraint (for all (i, j) ∈ E):

xi + x j ≥ 1

This can be represented with the term and the use of a penalty factor P:

Q2 = P · ( ∑
(i, j)∈E

(1− xi− x j + xix j))

Thus, the QUBO for Minimum Vertex Cover is to minimize:

∑
i∈V

xi +P · ( ∑
(i, j)∈E

(1− xi− x j + xix j))

Unlike the other formulations, we have a penalty factor P that determines how strictly the covering criteria

must be enforced. A higher P will ensure that the vertex set covers the graph, at the expense of guaranteeing

finding the minimal set. On the other hand, a lower P will have fewer elements in the vertex set, but the set

may not cover the graph.

The Minimum Vertex Cover problem is a well-known classical NP-Complete problem with many useful

reductions. As a result, it is a well-studied and documented problem (Wang et al. 2019), (Zhou et al. 2022).

4. Two Practical Problems
We now introduce two practical problems. The Ordering Partitioning problem is described for the first time

in this paper. It is different, but related to the well-studied Portfolio Optimization problem (Loke et al. 2023),

(Febrianti et al. 2023), and is a natural extension of the Number Partitioning problem, so it offers a graceful

transition from canonical problems to practical ones. The Cancer Genomics problem identifies altered can-

cer pathways using mutation data from the Cancer Genome Atlas (TCGA) acute myeloid leukemia (AML)

data set and is related to a different canonical problem, the Maximum Independent Set problem, which

reduces to the Vertex Cover problem (Alghassi et al. 2019) (Ley et al. 2013).
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4.1. Order Partitioning
Order3 Partitioning is used for A/B testing of various investment strategies (proposed by hedge fund

researchers). Also known as split testing, A/B makes variable-by-variable modifications and allows firms

to optimize their strategies while avoiding the risks of testing at a larger scale. Order Partitioning explicitly

reduces to Number Partitioning and thus is an NP-complete. This class of problems by definition has no

good polynomial-time algorithms and is a candidate for quantum speedup (Williams 2011).

The Order Partitioning problem goes as follows: We are given a set of n stocks each with an amount q j

dollars totaling T dollars (∑n
j=1 q j = T ). There are m risk factors. Let pi j be the risk exposure to factor i for

the stock j. The objective is to partition the stocks j = 1 . . .n into sets A and B such that:

1. the sizes are equal (∑ j∈A q j = ∑i∈B q j =
T
2 ) and

2. the risks are equal (for each factor i = 1 . . .m: ∑ j∈A pi j = ∑ j∈B pi j.)

If exact equality is not possible, then we want the absolute difference to be minimized:

1. min |∑ j∈A q j−∑ j∈B q j| and

2. for each factor i = 1 . . .m: min |∑ j∈A pi j−∑ j∈B pi j|.
Since Objective 1 for each case is the same as the Number Partitioning problem, we can reuse the QUBO

derived earlier (replacing s with q, and noting that x j is binary).

Q1 = (T −2
n

∑
j=1

q jx j)
2.

To satisfy Objective 2 for each case, we would first like to reduce the absolute risk on each stock before

minimizing its overall stocks. Considering binary spin variables σi that only take values in {−1,1}, the

minimum absolute risk is 0. This case is similar to the Number Partitioning problem where absolute risk is

minimized by minimizing the square of the sum.

min(
n

∑
j=1

pi jσ j)
2

Considering the minimum risk in all stocks, we get the following final expression to minimize across risk

factors in terms of the spin variables of Ising:

min
m

∑
i=1

(
n

∑
j=1

pi jσ j)
2

Converting back to QUBO variables and weighting with the penalty factor P, we get:

Q2 = P
m

∑
i=1

(
n

∑
j=1

pi j(2x j−1))2

The complete QUBO for Order Partitioning is

Q = (T −2
n

∑
j=1

q jx j)
2 +P

m

∑
i=1

(
n

∑
j=1

pi j(2x j−1))2

Note that P depends on how strictly each constraint is to be enforced.

3 We retain the industry term ’order’ for a block of stock that is traded. In our context of A/B testing, these blocks cannot be split.
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4.2. Cancer Genomics using TCGA

The second application is the de novo identification of altered cancer pathways from shared mutations and

gene exclusivity. A cancer pathway is an identified sequence of genes that is disrupted by cancer. Its identifi-

cation is useful for understanding the disease and developing treatments. This problem nontrivially reduces

to the Independent Set (which is well known to reduce from the Vertex Cover (Strash 2016)). Thus, this

practical problem is NP-complete and is a suitable candidate for quantum speedup.

Patients and their corresponding gene mutations are first modeled as the incidence matrix B of a hyper-

graph with each vertex gi representing a gene and each patient Pi representing the hyperedge. Note that this

incidence matrix is of the form

B =


b11 b12 . . .b1m

b21 b22 . . .b2m
...

...
. . .

...
bn1 bn2 . . .bnm


where each of the m columns represents each patient Pi mutation gene list, and each of the n rows represents

the presence of gene g j in a patient’s mutated gene list. For example, if gene gi is mutated for patient Pj then

bi j = 1 else bi j = 0. Using this incidence matrix, we can derive the graph Laplacian as follows:

L+ = BBT

There are two key combinatorial criteria essential to identifying driver mutations:

• Coverage: We want to identify which genes are the most prevalent among cancer patients. If a gene is

shared between many cancer patients, it is more likely that the gene is a driver gene.

• Exclusivity: If there is already an identified cancer gene on the patient’s gene list, it is less likely there

will be another. This is not a hard rule and is sometimes violated.

Based on the criterion above, we obtain the following two matrices, decomposing the Laplacian graph L as

L+ = D+A

• Degree Matrix D: This diagonal matrix corresponds to the coverage criterion. Each index di j, where

i = j represents the number of patients affected by the gene i. All other entries are 0 and this attribute should

be maximized.

• Adjacency matrix A: This adjacency matrix corresponds to the exclusivity criterion. Each ai j with i ̸= j

represents the number of patients affected by gene i and gene j. All other entries are 0, and this attribute

should be minimized.

Let us begin by trying to find just one pathway. We define a solution pathway as x =
(
x1 x2 x3 ... xn

)T
where

for all i∈ {1,2,3, . . . ,n}, xi is a binary variable. If xi = 0, then the gene i is not present in the cancer pathway.

If xi = 1, the gene is present in the cancer pathway. The exclusivity term is xTAx and the coverage term
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is xTDx. Since we want the exclusivity term to be minimized and the coverage term to be maximized, the

QUBO to identify cancer pathways from a set of genes is

xTAx−αxTDx

where α is a penalty coefficient. Since coverage is more important than exclusivity, we weigh it more, and

α ≥ 1. This QUBO can be written equivalently using the values ai j and di j of A and D, respectively, as

follows:
n

∑
i=1

n

∑
j=1

ai jxix j−α

n

∑
i=1

dixi.

This QUBO can be extended to identify multiple cancer pathways in a single run (Leiserson et al. 2013).

Note that this is just one possible formulation of formulating the cancer pathway problem however other

approaches do exist. See for example (Vandin et al. 2011), (Zhao et al. 2012).

5. Quantum Computing: A Primer
We provide a very succinct introduction to quantum computing. There are two main paradigms for quantum

computing: gate-based quantum computing and adiabatic quantum computing. Both models theoretically

have the same computational power but work in fundamentally different ways. Each model has a core

algorithm that we will thoroughly investigate and implement. The gate-based model relies on the QAOA to

solve combinatorial optimization problems. The primary implementation of adiabatic quantum computing

is done as quantum annealing. Both algorithms will be discussed in further detail in the following section.

5.1. Gate-based Quantum Computing
Gate-based Quantum Computing is the most widely used and researched version of quantum computing.

It has clear analogs to digital computing (qubits ↔ bits, quantum gates ↔ logic gates) and is a general-

purpose universal quantum computing paradigm that uses discrete sequences of quantum gates. Current

hardware implementations use superconducting qubits and trapped ions systems.

5.1.1. Qubits Similarly to how the base unit of classical computing is a bit, the fundamental unit of

quantum computing is the quantum bit or qubit. Unlike binary bits which can be measured in 0 or 1, qubits

can be measured in states |0⟩, |1⟩ or a superposition of both states:

|ψ⟩= α |0⟩+β |1⟩

|0⟩ and |1⟩ are the measurable computational basis states representing vectors in a 2D Hilbert Space:

|0⟩=
(

1
0

)
|1⟩=

(
0
1

)
The underlying mathematics goes beyond the scope of the paper, however, a Hilbert Space can be under-

stood as a special type of (possibly infinite dimensional) vector space4.

4 See an earlier tutorial by Siddhu and Tayur (2022) for details.
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Figure 2 Bloch Sphere representations of |0⟩ and |1⟩ respectively

The x-axis and y-axis represent the real and imaginary parts of the probability amplitude, respectively.

The z-axis represents the probability difference between the |0⟩ and |1⟩ states. Also, note that vectors are

expressed as ”kets”: |ψ⟩. Their adjoints are known as ”bras”: ⟨ψ| = |ψ⟩
T

and are also frequently used in

calculations. This notation is known as the Dirac notation and is commonly used in quantum mechanics.

The coefficients α and β are complex-valued probability amplitudes that, when squared, represent the

probability of measuring each state. This concept is known as Born’s Rule and can be used to determine the

probability of measuring each basis state:

P(0) = |α|2,P(1) = |β |2

|α|2 + |β |2 = 1

Because of this ability for a qubit to probabilistically represent two states at once, a quantum register of n

qubits could have a superposition of 2n states at once, with each state occurring with a certain probability.

Below is the uniform distribution of n qubits, where |i⟩ represents the ith bitstring:

1√
2n

2n−1

∑
i=0

|i⟩

A classical register, on the other hand, would only be able to express n states. This ability for qubits to map

multiple states is known as quantum superposition and contributes to quantum speedup.

When multiple quantum states (each in different Hilbert spaces Hi) or registers are combined, such as

|ψ1⟩ ∈H1, |ψ2⟩ ∈H2,.., |ψn⟩ ∈Hn, the resulting system is the tensor or Kronecker product of the states:

|ψ1⟩⊗|ψ2⟩⊗ ...⊗|ψn⟩= |ψ1ψ2...ψn⟩ ∈H1⊗H2⊗H3⊗ . . .⊗Hn. Below is an example of taking the tensor

product of a |0⟩ and |1⟩:

|01⟩= |0⟩⊗ |1⟩=
(

1
0

)
⊗
(

0
1

)
=

1 ·
(

0
1

)
0 ·
(

0
1

)
=

0
1
0
0


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5.1.2. Quantum Gates Qubits are manipulated using unitary operators U . These operators are

defined by two key properties:

1. They only map unit vectors to unit vectors.

2. They are normal with U† =U−1, so UU† =U†U = I

These unitary operators are known as quantum gates. Note that these operators can be visualized as

reflections and rotations of qubit vectors, and unlike classical computing, are all reversible. Below is a brief

list of single qubit quantum gates and functionality:

The trivial Identity gate I is often ignored when implementing circuits, but is necessary for mathematics. It

preserves the state and is the same as the identity matrix:

I =
(

1 0
0 1

)
The Hadamard gate H is used to convert basis states to a uniform superposition. This makes it equally likely

to be measured in the |0⟩ or |1⟩ states, The matrix is shown below:

H =
1√
2

(
1 1
1 −1

)
The Pauli Gates σX (or X), σY (or Y ), and σZ (or Z) are essential gates to rotate the quantum state vectors

180 across their corresponding axes. The three matrices are shown below:

σX =

(
0 1
1 0

)
, σY =

(
0 −i
i 0

)
, σZ =

(
1 0
0 −1

)
An important gate that arbitrarily rotates qubits by a phase shift θ without flipping bits is the phase gate

P. This gate can also be understood to be a generalization of the Z gate and has the following matrix

representation:

P(θ) =
(

1 0
0 eiθ

)
The Rotation Gates RX , RY , and RZ are similar to the Pauli Gates but implement parametrized rotations over

their respective axes as shown in their matrices below:

RX(θ) =

(
cos( θ

2 ) −isin( θ

2 )
−isin( θ

2 ) cos( θ

2 )

)
, RY (θ) =

(
cos( θ

2 ) −sin( θ

2 )
sin( θ

2 ) cos( θ

2 )

)
, RZ(θ) =

(
1 0
0 eiθ

)
There also exists multi-qubit gates. The CX (also known as CNOT ) and CZ read the input from a control

qubit and then apply the corresponding X or Z operation. Their matrices are shown below:

CX =

1 0 0 0
0 1 0 0
0 0 0 1
0 0 1 0

 , CZ =

1 0 0 0
0 1 0 0
0 0 1 0
0 0 0 −1


Another relevant multi-qubit gate for QAOA is the UZZ(θ) gate. This gate applies a phase to qubits based on

the strength of their correlations and is useful for modeling costs between the two-body interactions present
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in QUBO models. Mathematically, it applies a phase θ (rotates it by θ ) when both qubits are 1 (in the Z⊗Z

state). Thus, it is given by the equation UZZ(θ) = eiθ(Z⊗Z) or the following matrix representation:

UZZ(θ) =

eiθ 0 0 0
0 e−iθ 0 0
0 0 e−iθ 0
0 0 0 eiθ


There exist other single and multi-qubit quantum gates, however, these are the only ones essential to this

tutorial.

Theoretically, it has been proven that there exist universal gate sets S (i.e, that any unitary transformation

on an arbitrary number of qubits can approximated to finite precision using only finite sequence gates from

S). Note as there are uncountably many unitary transformations and only countably infinite finite sequences

of gates from a finite set, it is impossible to express all transformations without approximations. One such

universal gate set is {RX(θ),RY (θ),RZ(θ),CX ,P(θ)} (Williams 2011). Universal gate sets are an open field

of study that can be further explored in the following references (Sawicki et al. 2022), (Aharonov 2003).

Similar to combining a system of qubits, multiple operators can be combined over multiple qubits using

the tensor product. For example, for the simple Bell state circuits shown below from IBM Composer:

Figure 3 First Bell state equivalent to |φ+⟩= |00⟩+|11⟩√
2

.

The corresponding equation where q[0] = |0⟩ and q[1] = |0⟩ is

[(CX)× (I⊗H)] |00⟩

Figure 4 Fourth Bell state equivalent to |Ψ−⟩= |01⟩−|10⟩√
2

.
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The corresponding equation where q[0] = |0⟩ and q[1] = |0⟩ is

[(CX)× (Z⊗Z)× (X⊗H)] |00⟩

Note that although the circuits are read from left to right, it is written as a matrix expression from right

to left due to matrix notation. This order is important because of the non-commutativity of matrix multipli-

cation. While the matrices in each ”column” are tensored from bottom to top, this can be changed from the

commutative property of tensor multiplication.

5.1.3. Entanglement Note that two states |φ+⟩ and |Ψ−⟩ are interesting due to being Bell states. Bell

states are the simplest example of entangled states. Mathematically this means that they cannot be purely

expressed as the tensor product of single qubits. For example, in an arbitrary entangled state |ψ⟩ ∈H1⊗H2,

we cannot write

|ψ⟩= |ψ1⟩⊗ |ψ2⟩

with |ψ1⟩ ∈H1 and |ψ2⟩ ∈H2.

More intuitively, quantum entanglement is when multiple qubits are correlated such that their states are

dependent on each other. Thus, for example with the first Bell state: |φ+⟩= 1√
2
(|00⟩+ |11⟩), if the first qubit

is measured as 0, the second one would also come up as 0. Similarly, if the first qubit is 1, the second would

also be 1. This property has been experimentally verified and offers potential for quantum speed-up.

5.1.4. Measurements When a qubit is measured, its superposition is collapsed and deterministically

measured in a |0⟩ or |1⟩ state. For example, when measuring |ψ⟩

|ψ⟩= α |0⟩+β |1⟩

it will come up as |0⟩ with probability |α|2 and |1⟩ with probability |β |2. Similarly for |φ⟩:

|φ⟩= 1√
2
|0⟩+ 1√

2
|1⟩

There is 1
2 chance |φ⟩ is measured as |0⟩ and 1

2 chance |φ⟩ is measured as |1⟩.
While the measurement gates are typically taken over the computational basis, they can be explicitly defined

for any quantum state |ψ⟩ through the following equation:

Mψ = |ψ⟩⟨ψ| (1)

Note that ⟨ψ| is the bra of ψ and is the conjugate transpose of |ψ⟩. Applying this for computational basis

states, |0⟩ and |1⟩ we get:

M|0⟩ = |0⟩⟨0|=
(

1 0
0 0

)
M|1⟩ = |1⟩⟨1|=

(
0 0
0 1

)
Based on the measurement gates M|b⟩ and the quantum state |ψ⟩. You can measure state m in the basis state

|b⟩ with probability

P(|ψ⟩) = ⟨ψ|M†
|b⟩M|b⟩ |ψ⟩
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5.1.5. NISQ In the realm of gate-based quantum computing, current technology is constrained to the

Noisy Intermediate-Scale Quantum (NISQ) era. As indicated by the term ”NISQ”, these processors are

limited in both size and accuracy (Brooks 2019). For example, IBM’s Osprey, the most powerful publicly

available quantum computer to date, has only 433 qubits, which restricts the range of problems it can solve.

As of 2024, only two gate-based processors and three annealing-based processors have more than 1000

qubits.

Furthermore, the hardware’s quantum capabilities are extremely sensitive. As mentioned earlier qubits

make up the core of quantum systems, and their superposition and entanglement properties offer quantum

speedup. Unfortunately, current qubits are noisy and suffer from decoherence (loss of quantum properties)

and quantum gate imperfections due to environmental influence. For these reasons, only circuits with low

quantum depth (a few layers of quantum gates) have even moderate levels of accuracy. Although there is

active research on promising error correction schemes, they are not yet applicable to larger-scale devices

that prevent fault-tolerant computing.

Once both of these hurdles are overcome, post-NISQ era ten thousand qubit fault-tolerant computers can

carry out extraordinary tasks like breaking RSA encryption using Shor’s Algorithm. These fault-tolerant

computers will also prove quantum advantage; quantum computers solve tasks that are unfeasible for clas-

sical computers.

5.2. Adiabatic Quantum Computing and Annealing

Adiabatic Quantum Computing (AQC) is an alternative form of quantum computing that uses the adiabatic

theorem 5. Currently, AQC devices are solely implemented in the form of D-Wave’s Quantum Annealers

(QA). AQC uses the continuous evolution of a quantum system, and although it is theoretically universal

(Albash and Lidar 2018), Quantum Annealers can only be used to solve sampling or optimization problems.

Quantum Annealers, like many gate-based computers, also use superconducting qubits. However, they

operate these qubits in an analog fashion, in contrast to gate-based quantum computers, which manipu-

late qubits digitally. As a result, Quantum Annealers can scale to thousands of qubits, whereas gate-based

quantum devices are currently limited to just over 1,000 qubits.

Annealing algorithms are metaheuristic techniques for optimization problems inspired by the physical

process of annealing in metallurgy, where metals are heated and then gradually cooled to remove defects

and improve their properties.

To better appreciate the nuances of quantum annealing, we will first delve into simulated annealing. This

classical technique will provide a foundation for understanding how its quantum counterpart builds on and

improves upon these principles.

5 The Adiabatic Theorem will be further explained in section 5.2
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5.2.1. Simulated Annealing Simulated annealing (SA) is a probabilistic algorithm designed to find

heuristic solutions to optimization problems. The method draws inspiration from the physical annealing

process by gradually reducing the ”temperature” of the system to locate a low-energy or optimal configura-

tion.

SA begins by mapping the target problem to a cost function. This function maps possible solutions to

their costs (also known as energies) to evaluate the quality of the solution. For the two solutions, the one

with the lower energy is considered better.

The algorithm first initializes with a random solution and iteratively refines it to approximate a global

optimum. In each iteration, the algorithm generates a neighboring solution by applying small perturbations

to the current solution and evaluates its energy using the cost function. If the neighbor has a lower energy,

it replaces the current solution. However, SA stands out from other metaheuristic methods by employing a

Temperature Schedule and Cooling Process to determine whether to accept a neighboring solution, which

makes it more resilient to getting stuck in local minima.

Temperature Schedule The likelihood of replacing the current solution with a neighbor of higher energy

depends on the temperature T , which is initialized at the beginning of the algorithm. The probability of

acceptance is given by:

p( f ,x,x′,T ) = exp
(
− f (x′)− f (x)

T

)
,

where f (x′) and f (x) are the energies of the neighboring and current solutions, respectively. This acceptance

probability is derived from thermal annealing and governs the exploration process. When T is high or

the energy difference ∆E := f (x′)− f (x) is small, the algorithm is more likely to accept worse solutions,

promoting exploration. Over time, T decreases, reducing the probability of such moves and encouraging the

exploitation of promising regions. A key limitation of SA is its reduced ability to explore solutions when

∆E is large.

Cooling Process The cooling process reduces the temperature T at each iteration, typically using an

exponential decay governed by a cooling factor 0 < α < 1:

Tnew = α ·Told.

As T decreases, the algorithm becomes less likely to accept suboptimal solutions, progressively shifting its

focus to exploiting the current solution. This gradual reduction ensures the convergence to more optimal

solutions at the end of the process.

Simulated annealing offers several advantages, including its ability to escape local minima (Rutenbar

1989), simplicity in implementation, and adaptability to various problem domains. However, it also has

limitations, such as its reliance on parameter tuning (e.g., initial temperature, cooling factor), slower con-

vergence compared to other methods (Cohn and Fielding 1999), and suboptimal performance when there is

a large energy difference (∆E) (de Falco and Tamascelli 2011).
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Require: Objective function f (x), initial solution x, initial temperature Tinitial, final temperature Tfinal, cool-

ing factor α , and maximum iterations per temperature Niter.

Ensure: Approximate solution xbest minimizing f (x).

1: procedure SIMULATEDANNEALING( f , x, Tinitial, Tfinal, α , Niter)

2: T ← Tinitial ▷ Initialize temperature

3: xbest← x ▷ Initialize the best solution with the initial solution

4: while T > Tfinal do ▷ Iterate until the system cools down

5: for i = 1 to Niter do ▷ Iterate for a fixed number of steps at each temperature

6: x′← Generate a random neighbor of x ▷ Perturb the current solution

7: ∆E← f (x′)− f (x) ▷ Evaluate the energy difference

8: if ∆E < 0 then ▷ If the neighbor is better, accept it

9: x← x′

10: if f (x)< f (xbest) then ▷ Update the best solution if needed

11: xbest← x

12: else

13: paccept← e−∆E/T ▷ Calculate acceptance probability

14: if rand(0,1)< paccept then ▷ Accept inferior solution probabilistically

15: x← x′

16: T ← α×T ▷ Reduce temperature based on the cooling factor

17: return xbest ▷ Return the best solution found

5.2.2. Quantum Annealing Quantum annealing (QA) is a prominent example of adiabatic quantum

computing, closely related to simulated annealing. It provides a theoretical advantage over classical algo-

rithms by exploiting quantum mechanical principles, particularly quantum tunneling. Unlike many quantum

computing techniques, quantum annealing is highly specialized for optimization problems and is imple-

mented on quantum annealing platforms like D-Wave’s quantum processors.

In quantum annealing, the optimization problem is first transformed into an objective function, akin to the

cost function used in simulated annealing. This function maps possible solutions to their associated energy

values, with the lowest energy corresponding to the optimal solution. The objective function is then encoded

into a problem Hamiltonian, a quantum operator that represents the energy of the system. Understanding the

Hamiltonian is crucial for both quantum annealing and the quantum approximate optimization algorithm

(QAOA), so we will provide a brief explanation of its role in quantum mechanics.

Hamiltonian The Hamiltonian H is a quantum-mechanical operator that describes the total energy of a

system. It has several key properties:

• It is Hermitian (H† = H), ensuring that its eigenvalues are real.
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• Its eigenvalues represent the possible energy levels of the system, while the corresponding eigenvectors

describe the quantum states.

• It governs the time evolution of the system’s quantum state |ψ(t)⟩ via the Schrödinger equation, which

is essential in quantum annealing:

ih̄
∂

∂ t
|ψ(t)⟩= H |ψ(t)⟩ .

In quantum annealing, two Hamiltonians are used: the initial (driver) Hamiltonian and the cost Hamiltonian.

• Driver Hamiltonian (HD): The driver Hamiltonian is designed such that its ground state is easy to

prepare, typically placing all qubits in a uniform superposition. It is given by:

HD =−∑
i

σ
(i)
x ,

where σ (i)
x are the Pauli-X operators acting on the i-th qubit.

• Cost Hamiltonian (HC): The cost Hamiltonian encodes the optimization problem, representing the

energy of the quantum system for the given problem. Finding the ground state of HC is typically NP-Hard,

making it challenging for classical computers to solve.

These two Hamiltonians (HD and HC) are used in quantum annealing, which also relies on the adiabatic

theorem for time evolution.

Adiabatic Theorem. Let H(s) = (1− s(t))HD + s(t)HC be a time-dependent Hamiltonian that smoothly

evolves from the Driver Hamiltonian HD to the cost Hamiltonian HC over a monotonic function s(t) in the

interval t ∈ (0,T ). If the system starts in the ground state of HD, and the evolution is sufficiently slow such

that the total time T satisfies the adiabatic condition:

T ≫ 1
∆2

min
,

where ∆min is the minimum energy gap between the ground state and the first excited state of H(s), the

system will remain in the ground state of H(s) throughout the evolution. At s(t) = 1, the system will end in

the ground state of HC, which corresponds to the optimal solution of the problem.

With these Hamiltonians and the adiabatic theorem, the quantum annealing process proceeds as follows:

The D-Wave annealer receives and solves an Ising Hamiltonian of the form:

HIsing =−
A(s)

2

(
∑

i

σ
(i)
X

)
︸ ︷︷ ︸

Initial Hamiltonian

+
B(s)

2

(
∑

i

hiσ
(i)
Z +∑

i> j

Ji jσ
(i)
Z σ

( j)
Z

)
︸ ︷︷ ︸

Final Hamiltonian

, (2)

where σi are the Pauli matrices acting on qubit qi, and hi and Ji j are the biases and couplings, respectively.

As seen from the equation, the Ising Hamiltonian consists of an initial and a final Hamiltonian.
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Schrödinger Time Evolution The Ising Hamiltonian begins with A(s) being a very large negative value

and B(s) being a small positive value. As a result, the physical system starts in the ground state of the initial

Hamiltonian (or in a uniform superposition). During the annealing process, A(s) gradually decreases in

magnitude while B(s) increases. The magnetic biases and couplings guide the physical system towards the

ground state of the problem Hamiltonian. At the end of the anneal, the qubits collapse to the ground-state

energy of the problem Hamiltonian, which represents the optimal solution.

The adiabatic theorem is crucial to the success of quantum annealing, as it ensures that the final physical

system is in its ground state (i.e., the optimal solution is obtained) if the evolution is slow enough.

Algorithm 1 Quantum Annealing

1: procedure QUANTUM ANNEALING(|ψ0⟩, A(s), B(s), hi, Ji j, T )

2: s← 0 ▷ Initialize annealing parameter

3: |ψ(s)⟩ ← |ψ0⟩ ▷ Initial state

4: best solution← |ψ(s)⟩ ▷ Track best solution

5: while s < 1 do ▷ Loop until final annealing step

6: Compute HIsing(s):

HIsing(s) =−
A(s)

2 ∑
i

σ
(i)
X +

B(s)
2

(
∑

i

hiσ
(i)
Z +∑

i> j

Ji jσ
(i)
Z σ

( j)
Z

)

7: Evolve state |ψ(s)⟩ under the Schrödinger equation for ∆s using HIsing(s):

ih̄
d
ds
|ψ(s)⟩= HIsing(s)|ψ(s)⟩

8: Update s← s+∆s

9: best solution←Measure the ground state |ψ(s)⟩ ▷ Final state corresponds to optimal solution

10: return best solution

Quantum Tunneling During time evolution, the quantum system could encounter energy barriers where

the differences in energy between the current state and neighboring states are very large. Simulated anneal-

ing often struggles with finding the global optimum in these circumstances, due to its acceptance probability

function, however, quantum annealing prevails due to Quantum Tunneling (SHIFMAN 2002). Because of

the wavelike properties of the encoded Hamiltonians, there is a non-zero probability that the system can

tunnel through the energy barrier avoid local optima and find global optima. This phenomenon is the main

quantum-mechanical advantage of QA.
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Figure 5 Simulated Annealing vs Quantum Annealing Optimization Pathway over Rastrigin (A = 40,xi =−3)

5.3. Quantum Approximate Optimization Algorithm (QAOA)
The Quantum Approximate Optimization Algorithm (QAOA) (Farhi et al. 2014) is a quantum-classical

algorithm that is used to solve combinatorial optimization problems on gate-based quantum computers. At

a high level, it can be viewed as a discretized version of the adiabatic evolution of quantum annealing.

Unlike many other quantum algorithms, QAOA has a low circuit depth, which makes it less susceptible to

quantum decoherence. As a result, QAOA is currently one of the promising NISQ algorithms for problems

in finance, operations research, and logistics.

Its more famous counterpart, Variational Quantum Eigensolver (VQE), works similarly, however, was

designed to solve eigenvalue problems. VQE is best known for its applications in computational chemistry,

such as finding the ground state energy of a molecule (Peruzzo et al. 2014) (finding the smallest eigenvalue

of the molecular Hamiltonian). Due to the similarity between QAOA and VQE, much of the information

that describes QAOA can also be applied to VQE.

5.3.1. Problem Mapping The first step in implementing QAOA is to map the optimization problem

to an error function f . This function is analogous to the objective functions used in simulated annealing and

quantum annealing. It takes a candidate solution vector for the optimization problem and returns a value that

quantifies how far the solution is from the optimal one, essentially representing the ”error” of the solution.

Similarly, as simulated annealing and quantum annealing select solutions based on minimizing the energy

associated with their objective functions, in QAOA, the goal is to identify the solutions that minimize the

error function f , thus finding the optimal solution.
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This function is crucial for evaluating the performance of the QAOA circuit. Since quantum circuits

operate probabilistically, the algorithm does not just evaluate the function for a single input; instead, it

computes the expected value of the objective function across a set of potential solutions. Lower expected

values correspond to higher-quality solutions.

The algorithm begins by initializing random parameters {β}i≥0 and {γ}i≥0, which are then fed into the

initial parametrized circuit. The circuit generates an initial solution that is then evaluated using the objective

function.

5.3.2. Creating the Parametrized Circuit A parametrized quantum circuit is created by creating a

layer of Hadamard gates and then using multiple alternating mixer and cost Operator layers.

The Hadamard H gates are used to convert the initial basis state |0⟩ into a uniform superposition.

|+⟩ := 1√
2
|0⟩+ 1√

2
|1⟩ to explore all configurations.

The algorithm then alternates between two key operators: the mixer operator and the cost operator.

1. The mixer Operator e−iβHM is created from the parameters passed in {β}i≥0 and a mixer Hamiltonian

HM (equivalent to the driver Hamiltonian from quantum annealing) generated from the original QUBO

problem. This operator is used to explore the search space more efficiently by encouraging transitions

between different bases.

2. The cost Operator e−iγHC encodes the objective function of the initial optimization problem and is cre-

ated from the passed in {γ}i≥0 and a cost Hamiltonian HC (the same as the cost Hamiltonian from quantum

annealing) generated from the initial QUBO problem. This operator is used to guide the system towards

states with more optimal solutions.

The number of times the mixer and cost operators are cycled depends on a parameter p. This circuit is

parametrized because it depends on 2p parameters γ and β for the cost and mixer operators. Together, these

components make up the parametrized circuit (also known as ansatz).

Figure 6 Generic QAOA Circuit Framework
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5.3.3. Classical Optimization A classical optimizer then uses the outputs to refine the β and γ

parameters of the ansatz to minimize the error function. As mentioned earlier, this error function would

compute the expected error given the ansatz parameters. Since the expectation function is nonconvex, it is

an active research topic on which optimizers are best (Mazumder et al. 2024), (Pellow-Jarman et al. 2024)

however, heuristics and gradient-based optimization methods are commonly employed. Once optimization

is done, the circuit is measured and an approximate solution is obtained. The complete pseudocode for

QAOA is shown below:

Algorithm 2 Quantum Approximate Optimization Algorithm (QAOA)
1: procedure QAOA(cost Hamiltonian HC, Mixing Hamiltonian HM, Number of Cycles p, Initial Param-

eters β⃗ , γ⃗)
2: Initialize state |ψ⟩= |+⟩n ▷ Start with all qubits in an equal superposition state
3: Initialize parameters β⃗ , γ⃗ ∈ Rp randomly ▷ Set initial values for parameters
4: while not converged do
5: for i = 1 to p do ▷ Loop over each cycle
6: Apply the mixer Hamiltonian: e−iβiHM ▷ Use RX gates to implement
7: Apply the cost Hamiltonian: e−iγiHC ▷ Use controlled ops. or UZZ gates to implement

8: Measure the state |ψ⟩ to estimate the cost function value ▷ Evaluate the solution’s quality
9: Update the parameters β⃗ , γ⃗ using Classical Optimizer ▷ e.g., gradient descent to minimize cost

10: Measure the final state |ψ⟩ ▷ Obtain the final result after convergence
11: return Measurement outcome (approximate solution) ▷ Return the best solution found

The exact means to obtain mixer and cost Hamiltonians for arbitrary QUBOs to construct mixer and cost

Operators will be discussed in more detail in Section 6.

6. Solving QUBOs on Quantum Computers
Three algorithms for five previously mentioned problems are implemented in the following repo: Quantum

Approximate Optimization Algorithm (QAOA) (Farhi et al. 2014), Quantum Annealing (QA) (de Falco

and Tamascelli 2011), and simulated annealing (SA) (Kirkpatrick et al. 1983b). QAOA is implemented

in three different ways in IBM quantum back-ends and simulators: Vanilla QAOA (Notebook 1), Open-

QAOA (Notebook 2), and Qiskit (Notebook 3). In this paper, we provide code snippets for implementing

the Quantum Approximate Optimization Algorithm (QAOA) using IBM’s QASM Simulator. For readers

interested in applying QAOA to actual IBM quantum processors, we also provide similar implementations

for the IBM backends ”IBM Kyiv,” ”IBM Brisbane,” and ”IBM Sherbrooke,” all of which use the Eagle r3

Processor with 127 qubits. Specifically, these IBM machines and simulators were chosen due to their ease

of access. Larger IBM machines or machines from other organizations like Rigetti or Google required paid

access, which we avoid for the sake of this tutorial. The coding techniques work similarly across platforms

https://github.com/arulrhikm/Solving-QUBOs-on-Quantum-Computers.git
https://github.com/arulrhikm/Solving-QUBOs-on-Quantum-Computers/blob/main/Notebook%201%20-%20Custom%20QAOA.ipynb
https://github.com/arulrhikm/Solving-QUBOs-on-Quantum-Computers/blob/main/Notebook%202%20-%20OpenQAOA%20QAOA.ipynb
https://github.com/arulrhikm/Solving-QUBOs-on-Quantum-Computers/blob/main/Notebook%203%20-%20Qiskit%20Optimization%20QAOA.ipynb
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due to OpenQAOA and Qiskit compatibility. Simulated annealing (Notebook 4) and quantum annealing

(Notebook 5) are implemented (on D-Wave) using the API from Ocean SDK. For brevity, in each of the five

subsections, we detail only one of the five problems for each algorithm, thereby covering all the problems

and algorithms without repetition6. We provide a brief description of each implementation’s pros and cons

at the end of this section, however, further details can be found in the corresponding subsections.

6.1. Vanilla QAOA
Regardless of the problem addressed, the vanilla implementation of QAOA requires a cost Hamiltonian

and a mixer Hamiltonian. These Hamiltonians are combined to create a QAOA circuit. All features were

implemented following the instructions provided by the Qiskit textbook (Abbas et al. 2020). This first

example focuses on the Number Partitioning problem to illustrate the steps and the code.

6.1.1. Constructing Operators To create the cost and mixer Operators, we need the tunable param-

eters γ,β and the cost and mixer Hamiltonians of the problem. In the following section, we will explain

how to obtain each of these structures and how to use them to create the corresponding operator.

First, note that the parameters γ,β are arbitrarily initialized. In this example, they are each initialized as

0.5. These parameters will be adjusted during the optimization phase for the QAOA circuit.

Second, we aim to obtain the Hamiltonians. For an arbitrary QUBO in the form of

n

∑
i, j=1

xiQi jx j +
n

∑
i=1

cixi,

we get the corresponding cost Hamiltonian as

HC =
n

∑
i, j=1

1
4

Qi jZiZ j−
n

∑
i=1

1
2

(
ci +

n

∑
j=1

Qi j

)
Zi

so the corresponding cost Operator is

e−iγHC =
n

∏
i, j=1

RZiZ j

(
1
4

Qi jγ

) n

∏
i=1

RZi

(
1
2

(
ci +

n

∑
j=1

Qi j

)
γ

)
On a circuit with n qubits (circuit width of n-qubits), this operator can be constructed by applying two layers

of gates. The first layer is a layer of RZ gates to each qubit i (for i = 1,2, . . . ,n), with angles θi j1:

θi j1 =
γ

2
(ci +

n

∑
i=1

Qi j)

This layer of RZ gates is followed by a layer of UZZ gates applied on each pair of qubits i and i at angles θi2:

θi2 =
1
4

Qi jγ.

6 The notebooks can be accessed in the following github: https://github.com/arulrhikm/Solving-QUBOs-on-Quantum-
Computers.git

https://github.com/arulrhikm/Solving-QUBOs-on-Quantum-Computers/blob/main/Notebook%204%20-%20DWAVE%20Simulated%20Annealing.ipynb
https://github.com/arulrhikm/Solving-QUBOs-on-Quantum-Computers/blob/main/Notebook%205%20-%20DWAVE%20Quantum%20Annealing.ipynb
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1 def cost_H(gammas , quadratics , linears ):
2 qc = QuantumCircuit (num_qubits , num_qubits )
3 for i in range(len( linears )):
4 qc.rz (1/2*( linears [(0, i)]+ sum( quadratics [(i, j)] for j in range(

num_qubits )))*gammas , i)
5

6 for (i, j) in quadratics .keys ():
7 if i!=j:
8 qc.rzz ((1/4)* quadratics [(i, j)]* gammas , i, j)
9

10 qc. barrier ()
11 return qc

Similarly, the mixer operator depends on β and the mixer Hamiltonian.

The mixer Hamiltonian is

HM =
n

∑
i

σXi

so the corresponding mixer operator is

e−iβHM =
n

∏
i=1

RX(2β )

This mixer operator can be applied by applying RX gates to each qubit i (for i = 1,2, . . . ,n) at angle θi3:

θi3 = 2β .

1 def mixer_H (betas):
2 qc = QuantumCircuit (num_qubits , num_qubits )
3 for i in range( num_qubits ):
4 qc.rx (2* betas , i)
5 qc. barrier ()
6 return qc
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6.1.2. QAOA Circuit Once the generic framework is established, the quadratic and linear coefficients

of the Number Partitioning QUBO are substituted. The model is created using DOcplex (Cplex 2009),

converted to a QUBO, and partitioned into quadratic and linear terms for gate implementation. The test

example uses the set {1,5,5,11} for partitioning.

1 def circuit (gammas , betas , quadratics , linears ):
2 circuit = QuantumCircuit (num_qubits , num_qubits )
3 p = len(betas)
4

5 for i in range( num_qubits ):
6 circuit .h(i)
7 circuit . barrier ()
8

9 for i in range(p):
10 circuit &= cost_H(gammas[i], quadratics , linears )
11 circuit &= mixer_H (betas[i])
12

13 circuit . measure (range( num_qubits ), range( num_qubits ))
14

15 return circuit

The following code generates the number partitioning instance, converts it to the QUBO model, and then

collects the parameters of the QUBO model to construct the final circuit (with p = 1 for conciseness).

1 arr = [1, 5, 11, 5]
2 n = len(arr)
3 c = sum(arr)
4

5 model = Model ()
6 x = model. binary_var_list (n)
7 H = (c - 2* sum(arr[i]*x[i] for i in range(n)))**2
8 model. minimize (H)
9 problem = from_docplex_mp (model)

10

11 converter = QuadraticProgramToQubo ()
12 qubo = converter . convert ( problem )
13

14 quadratics_coeffs = qubo. objective . quadratic . coefficients
15 linears_coeffs = qubo. objective .linear. coefficients
16 constant = qubo. objective . constant
17 num_qubits = qubo. get_num_vars ()
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Once the circuit is created, its parameters γ and β are optimized using a classical optimizer. To optimize, we

define an objective function and an expectation function for the output of the circuit. The objective function

measures the quality of the QAOA output solutions, while the expectation function averages these solutions.

The optimizer adjusts the parameters to minimize the expected value.

1 def npp_obj (str):
2 sum_0 = 0
3 sum_1 = 0
4 for i in range(len(str)):
5 if str[i] == ’0’:
6 sum_0 += arr[i]
7 else:
8 sum_1 += arr[i]
9 return abs(sum_0 -sum_1)

1 def npp_expectation (thetas):
2 backend = Aer. get_backend (’qasm_simulator ’)
3 gammas = theta [: int(len(thetas)/2)]
4 betas = theta[int(len(thetas)/2) :]
5 pqc = circuit (gammas , betas , quadratics , linears )
6 counts = execute (pqc , backend , shots =1000).result (). get_counts ()
7 best_sol = max(counts , key=counts.get)
8

9 return npp_obj ( best_sol )

After the optimization process is completed, the optimal parameters are passed to the final QAOA circuit

and sampled from 1000 shots. The number of shots can be adjusted; however, more shots will lead to more

accurate results.

Figure 7 Sampled QAOA results for the Number Partitioning QUBO
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The resulting binary strings correspond to the partition of the original array. For a string output s and an

original array arr, if s[i] is 1, arr[i] is placed in the set A; if s[i] = 0, it is in S\A. As in the histogram,

the most probable outcome is a perfect partition with c = 22 divided into A = {11} and {1,5,5}= S\A.

6.2. OpenQAOA

OpenQAOA (Sharma et al. 2022) is a multi-backend SDK used to easily implement QAOA circuits. It

provides simple yet very detailed implementations of QAOA circuits that can not only run on IBMQ devices

and simulators but also on Rigetti Cloud Services (Karalekas et al. 2020), Amazon Braket (Amazon Web

Services 2020), and Microsoft Azure (Hooyberghs 2022). The parent company of OpenQAOA also provides

usage of custom simulators.

We illustrate the implementation of the Max-Cut problem. This process requires the same steps as for the

vanilla implementation of QAOA. However, most of the technical challenges are solved by the OpenQAOA

API. Like the vanilla implementation, the first step is to create a problem instance and then implement the

QUBO model for it. The graph instance creation and the QUBO creation implementations are shown below:

1 def draw_graph (G, colors , pos):
2 default_axes = plt.axes ()
3 nx. draw_networkx (G, node_color =colors , node_size =600 , alpha =0.8 ,

ax=default_axes , pos=pos)
4 edge_labels = nx. get_edge_attributes (G, "weight")

1 G = nx. generators . fast_gnp_random_graph (n=6, p=0.5)
2 n = 6
3 colors = ["r" for node in G.nodes ()]
4 pos = nx. spring_layout (G)
5 draw_graph (G, colors , pos)

Figure 8 Generated Max-Cut Graph Instance

The QUBO creation process for Max-Cut is very similar to the process with Number Partitioning.
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1 model = Model ()
2 x = model. binary_var_list (n)
3 H = sum (2*x[e[0]]*x[e[1]] - x[e[0]] - x[e[1]] for e in G.edges)
4 model. minimize (H)
5

6 # Converting the Docplex model into its qubo representation
7 qubo = FromDocplex2IsingModel (model)
8

9 # Ising encoding of the QUBO problem
10 maxcut_ising = qubo. ising_model

6.2.1. OpenQAOA Circuit Once the QUBO is created, OpenQAOA provides a short and easy imple-

mentation to create the QAOA circuit. To start, you only need to initialize the QAOA object (q = QAOA())

and then define its properties. These properties include whether the circuit will run locally on a simulator

or virtually on a simulator or real device, the configurations of the cost and mixer operators, the number of

repetitions of the operators, the classical optimizer and its properties, the number of shots to simulate the

circuit, and much more. Once all the characteristics of the circuit are determined, the user can compile and

optimize the parameters of the circuit.

1 # initialize model
2 q = QAOA ()
3

4 # device
5 q. set_device ( create_device (’local ’, ’vectorized ’))
6

7 # circuit properties
8 q. set_circuit_properties (p=2, param_type =’standard ’, init_type =’rand ’

, mixer_Hamiltonian =’x’)
9

10 # backend properties
11 q. set_backend_properties ( n_shots = 1000)
12

13 # set optimizer and properties
14 q. set_classical_optimizer (method=’vgd ’, jac=" finite_difference ")
15

16 q. compile ( maxcut_ising )
17

18 q. optimize ()

6.2.2. Analysis Tools Once the circuit is created and executed, various visualization tools can be

instantly implemented. These include a histogram of bitstring outcomes and their frequencies and the clas-

sical optimization plot. After the most probable bitstring output is post-processed, we obtain the optimal

partition graph for the Maximum Cut.
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(a) Probability Distribution of Bitstrings (b) Classical Optimization Plot

Figure 10 Optimal Graph Partitioning (Max Cut) based on Most Common Bitstring: (Nodes 2, 4 and 5) and
Nodes (0, 1, 3)

6.3. QAOA via Qiskit

Qiskit-Optimization is a part of IBM Qiskit’s open-source quantum computing framework. It provides a

wide array of algorithms and built-in application classes for many canonical problems.

Qiskit Optimization is an extremely useful and easy way to solve QUBOs with various quantum algo-

rithms including Variational Quantum Eigensolver (Peruzzo et al. 2014), Adaptive Grover (Gilliam et al.

2021), and QAOA. Furthermore, because of compatibility with IBMQ, algorithms can run on actual IBM

quantum backends. In the examples below, all code is run by default on the Qiskit QASM simulator.

Although base-level implementation is easier, customization and in-depth analysis are more difficult. Tasks
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like plotting optimization history or bitstring distributions, although possible, are significantly more chal-

lenging. The key limitations of Qiskit optimization are its extremely long optimization times and a limited

set of optimizers.

Let us now consider the Minimum Vertex Cover problem. Similarly to the other problems, the first step is

to create a problem instance and its corresponding QUBO model.

1 # Generating a graph of 4 nodes
2

3 n = 5 # Number of nodes in graph
4 G = nx.Graph ()
5 G. add_nodes_from (np.arange (0, n, 1))
6 edges = [(0, 2, 1.0) , (2, 4, 1.0) , (1, 4, 1.0) , (3, 4, 1.0)]
7 # tuple is (i,j,weight) where (i,j) is the edge
8 G. add_weighted_edges_from (edges)
9

10 colors = ["r" for node in G.nodes ()]
11 pos = nx. spring_layout (G)
12

13 draw_graph (G, colors , pos)

1 model = Model ()
2 x = model. binary_var_list (n)
3 P = 10
4 H = sum(x[i] for i in range(n)) + P*sum (1 - x[e[0]] - x[e[1]] + x[e

[0]]*x[e[1]] for e in edges)
5 model. minimize (H)
6 problem = from_docplex_mp (model)
7 qubo = QuadraticProgramToQubo (). convert ( problem )
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Similar to the Vanilla and OpenQAOA implementations, the following steps are to set up the QAOA circuit

and optimize it. Because of the built-in capabilities of the Qiskit-Optimization, this requires very little extra

effort. Similar to OpenQAOA, we just need to define a QAOA object. This object takes a sampler, optimizer,

number of repetitions, and its properties are harder to modify.

1 nelder_mead = NELDER_MEAD ( maxiter =250)
2 sampler = Sampler ()
3 qaoa = QAOA( sampler =sampler , optimizer =nelder_mead , reps =2)
4 algorithm = MinimumEigenOptimizer (qaoa)

Thus we obtain the following solution Minimum Vertex Cover graph.

Figure 11 Optimal Minimum Vertex Cover: Nodes 0 and 4

6.4. Simulated Annealing

Let us now turn to is simulated annealing, which is used to solve the Order Partitioning Problem. Like the

other algorithms, the first step is creating the problem instance and its corresponding QUBO model. As the

Order Partitioning problem is custom to this paper, there are no pre-existing datasets or problem instances

to use. Thus, we create a problem instance as shown below:

1 Stocks = [’A’, ’B’, ’C’, ’D’, ’E’, ’F’]
2 stock_vals = [300 , 100, 100, 200, 200, 100]
3 risk_factor_matrix = [[0.3 , 0.1, 0.1, 0.2, 0.2, 0.1] ,
4 [0.4 , 0.05 , 0.05 , 0.12 , 0.08 , 0.3] ,
5 [0.1 , 0.2, 0.2, 0.3, 0.05 , 0.05]]
6 T = sum( stock_vals )
7 n = 6 # number of stocks
8 m = 3 # number of risk factors
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1 x = Array.create(’x’, n, ’BINARY ’)
2 H1 = (T - 2* sum( stock_vals [j]*x[j] for j in range(n)))**2
3 H2 = sum(sum( risk_factor_matrix [i][j]*(2*x[j]-1) **2 for j in range(n)

) for i in range(m))
4

5 # Construct Hamiltonian
6 a = Placeholder ("a")
7 b = Placeholder ("b")
8 H = a*H1 + b*H2
9 model = H. compile ()

10

11 # Generate QUBO
12 feed_dict = {’a’: 2, ’b’: 2}
13 bqm = model.to_bqm( feed_dict = feed_dict )

Once the Order Partitioning binary quadratic model (BQM) is created, it is then run on the simulated anneal-

ing sampler. Additional parameters can be modified in the simulated annealing sampler such as the beta

range, beta schedule, number of sweeps per beta, etc., where beta is the inverse temperature. For simplicity,

we use the default parameters and read from the sampler 10 times. Less reads are required than with quan-

tum annealing, since the algorithm converges to an equilibrium more efficiently (although potentially not

optimal). Like quantum annealing, the solutions with the lowest energy correspond to optimal outcomes.

1 # Getting Results from Sampler
2 sa = neal. SimulatedAnnealingSampler ()
3 sampleset = sa.sample(bqm , num_reads = 10)
4 decoded_samples = model. decode_sampleset (sampleset , feed_dict =

feed_dict )
5 sample = min( decoded_samples , key=lambda x: x.energy)

The binary solution output from simulated annealing still needs to be sorted and paired with the correspond-

ing stock. This is done explicitly in the associated Github repository. After this post-processing, we obtain

the following solution:

Figure 12 Solution to Order Partitioning instance

6.5. Quantum Annealing
The final algorithm explored is quantum annealing, implemented using D-Wave’s Quantum Annealer for the

cancer genomic application. With access to significantly more qubits (a few thousand compared to IBM’s

127 qubits), D-Wave enables the execution of larger problem instances.
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The cancer genomic problem requires significant preprocessing effort. First, to construct the QUBO can-

cer pathway, the disease data must be read from some external source. For this tutorial, data were collected

from The Cancer Genome Atlas Acute Myeloid Leukemia dataset posted on cBioPortal (Ley et al. 2013).

1 # import necessary package for data imports
2 from bravado .client import SwaggerClient
3 from itertools import combinations
4

5 # connects to cbioportal to access data
6 cbioportal = SwaggerClient . from_url (’https :// www. cbioportal .org/api/

v2/api -docs ’, config ={" validate_requests ":False ,"
validate_responses ":False ," validate_swagger_spec ":False })

7

8 # accesses cbioportal ’s AML study data
9 aml = cbioportal . Cancer_Types . getCancerTypeUsingGET ( cancerTypeId =’aml

’).result ()
10

11 # access the patient data of AML study
12 patients = cbioportal . Patients . getAllPatientsInStudyUsingGET ( studyId =

’laml_tcga ’).result ()
13

14 # for each mutation , creates a list of properties associated with the
mutation include geneID , patientID , and more

15 InitialMutations = cbioportal . Mutations .
getMutationsInMolecularProfileBySampleListIdUsingGET (

16 molecularProfileId =’laml_tcga_mutations ’,
17 sampleListId =’laml_tcga_all ’,
18 projection =’DETAILED ’
19 ).result ()

Using this data, a Patient-Gene dictionary constructed, which contains the cancerous genes that each patient

has. The first four entries of the dictionary is shown below:

Figure 13 Patient-Gene Dictionary sample

Note that with this dictionary, both the patients and genes are enumerated. The dictionary is used to

create a diagonal matrix D where index dii of D represents the number of instances of gene i amongst all the

patients.
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1 # Initialize diagonal matrix
2 D = np.zeros ((n, n))
3

4 # Populate diagonal matrix
5 for i, gene in enumerate ( geneList ):
6 D[i, i] = sum(gene in genes for genes in PatientGeneDict .values ())

To create the weighted adjacency matrix Aw, the Patient-Gene dictionary is modified to contain Gene Pairs.

For example, if a patient possesses gene i and gene j, they possess the gene pair (i, j). We first create a

helper function to create all pairs of entries in a list and then use a dictionary to map each patient to its

list of gene pairs. Then this new patient-gene pair dictionary is used to create matrix A where the index Ai j

represents the number of patients who possess gene pair (i, j). Note that by symmetry, this quantity is also

stored at A ji.

1 # helper function to generate all gene pairs from a list of genes
2 def generate_pairs (list):
3 pairs = set ()
4 for subset in combinations (list , 2):
5 pairs.add(tuple(sorted(subset)))
6 return pairs

1 # creates a patient -(gene -list -pair) dictionary
2 PatientGeneDictPairs = {}
3 for m in mutations :
4 PatientGeneDictPairs [m. patientId ] = generate_pairs (

PatientGeneDict [m. patientId ])

1 A = np.zeros ((n, n))
2

3 for i in range(n):
4 for j in range(i + 1, n): # iterate over upper triangular part
5 count = sum (( geneList [i], geneList [j]) in pairs for pairs in

PatientGeneDictPairs .values ())
6 A[i, j] = A[j, i] = count # Exploit symmetry

Once the D and A matrices are constructed, we create the QUBO model and later the BQM to run on D-

Wave. This BQM is unconstrained as it uses unconstrained binary variables to model the pathway problem.

1 # initializes an array of QUBO variables
2 x = Array.create(’x’, n, ’BINARY ’)
3 H1 = sum(sum(A[i][j]*x[i]*x[j] for j in range(n)) for i in range(n))
4 H2 = sum(D[i][i]*x[i] for i in range(n))
5 a = Placeholder ("alpha")
6 H = H1 - a*H2
7

8 # creates a Hamiltonian to run on D-Wave sampler
9 model = H. compile ()

10 feed_dict = {’alpha ’: 0.45}
11 bqm = model.to_bqm( feed_dict = feed_dict )
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Once the BQM is created, it is then mapped to the qubits on the Quantum Processing Unit (QPU). The

sampler does this process by encoding the problem to physical qubits and couplers. They then orchestrate

the quantum annealing process to find the lowest energy solution. Recall the original form of a QUBO

model:

∑
i< j

Qi jxix j +∑
i

Qiixi.

Embedding is the process of mapping the problem to a graph where Qii is the bias of the nodes (the physical

qubits) and Qi j is the weight of the edges (the couplers). This mapping from the binary quadratic model

to the QPU graph is known as minor embedding, however, other types of embeddings do exist for differ-

ent problems. Composites allow higher-level customization of the annealing process options like parallel

QPU processing, automatic embedding, etc. The Ocean API is very powerful and provides a plethora of

customizable features for samplers, embeddings, and composites, but for the sake of simplicity, we just use

the standard D-Wave Sampler and Embedding Composite.

1 # Getting Results from Sampler
2 sampler = EmbeddingComposite (D- WaveSampler ())
3 sampleset = sampler .sample(bqm , num_reads =1000)
4 sample = sampleset .first

The annealing process will return for each read, so we call ”sample.first” to return the one with the lowest

energy. Typically the variables are unordered, so they must be sorted to correspond correctly to the genes.

This post-processing is tedious and included in the associated Github, but if implemented correctly should

provide a Cancer Genome Pathway (one example shown below). As discussed in the Cancer Genomics

section before, we also provide the properties of this Cancer Genome Pathway (coverage, coverage/gene,

independence, measure).

Figure 14 Cancer Gene Pathway discovered through quantum annealing

7. Concluding Remarks
The purpose of this tutorial was to rapidly introduce to a novice how to (a) represent canonical and practical

problems as Quadratic Unconstrained Binary Optimization (QUBO) models and (b) solve them using (i)

Gate/Circuit quantum computers (such as IBM) using the Quantum Approximate Optimization Algorithm
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(QAOA), (ii) quantum annealing (on D-Wave), and (iii) simulated annealing (classical). We illustrated the

above algorithms on three canonical problems: Number Partitioning, Max-Cut, and Minimum Vertex Cover,

and two practical problems (one from cancer genomics and the other from a hedge fund portfolio manage-

ment) (Sodhi and Tayur 2023). To take better advantage of these nascent devices, it is necessary to develop

decomposition methods, an active area of research (Tayur and Tenneti 2024), and a topic for future tutorial.

Implementation Characteristics

QAOA (Vanilla)
• High circuit customization
• High optimizer customization
• Difficult implementation
• Accuracy substantially decreases with problem size

QAOA (OpenQAOA)
• Moderate circuit customization
• Moderate optimizer customization
• Easy implementation
• Best time vs. accuracy tradeoff among implementations

QAOA (Qiskit)
• Low circuit customization
• Low optimizer customization
• Easy implementation
• Time exponentially increases with problem size

Simulated Annealing
• High parameter customization
• Handles larger problem sizes
• Fastest runtime
• Most accurate results
• Easy implementation

Quantum Annealing
• High topology customization (not discussed in this paper)
• Handles larger problem sizes
• Fastest quantum runtime
• Most accurate quantum results
• Easy implementation

Table 1 Comparison of Various Implementations and Their Characteristics
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